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In this document we provide additional details, including
dataset description, training parameters, and further evalua-
tion, of our paper “Self-Supervised Collision Handling via
Generative 3D Garment Models for Virtual Try-On”.

1. Dataset

1.1. Physical Simulation

In this work we use physical simulation to generate the
ground-truth data to train and validate our model. Specifi-
cally, we use ARCSim [6], an open-source cloth simulator.

We use a fixed timestep of 3.33ms in all our simulations,
and store the results from 1 out of every 10 time steps, to
match the frame rate of the character animations. We use a
diverse set of 56 animations from the CMU Motion Capture
Database in the AMASS dataset, which cover a wide range
of motions, and use the rest of sequences of the dataset for
the tests shown in the video.

We train our model using 17 different body shapes β.
Specifically, we generate 4 samples for each of the first 4
principal components of the shape space in SMPL, leaving
the rest of β parameters in 0. Additionally, we use the aver-
age shape β = 0.

To initialize the simulations with a valid cloth configura-
tion we always start at t-pose and progressively interpolate
towards the initial pose and body shape. Once we reach the
initial state, we simulate the garment until it reaches equi-
librium, and then we run the animation.

For garment materials, we use polyester knit fabrics from
the set of measured materials [11]. Specifically, we use
the gray-interlock material for the t-shirt and the
navy-sparkle-sweat material for the dress. In both
cases we set the damping coefficient to 0.01.

1.2. Projection to Canonical Space

Once we have the simulation data, we run the optimiza-
tion described in Section 4.3 to obtain the projection in the
canonical space. To this end, we solve Equation (9) with
a L-BFGS method and gradients computed with automatic
differentiation in TensorFlow [1]. The weights of the energy
function are set to ω1 = 1e−4, ω2 = 1e−2 for all meshes.

2. Neural Networks
We use TensorFlow [1] to implement all our networks.

All networks use Adam optimizer [3].

2.1. Diffused Human Model

To generate the training data for the different compo-
nents of our diffused human model (e.g., blendshape dis-
placements, rigging weights), we exhaustively sample the
SMPL model as follows. We sample 10,000 points, and
we use libigl [2] to find the closest point in the body sur-
face. Then, from this closest point, we compute ground
truth value (e.g., distance, blendshape displacement, skin-
ning weights, depending on the network we are training) us-
ing barycentric interpolation. For each epoch, we dynami-
cally update the set of samples. Since the garment can move
far from the body surface, we sample points uniformingly
to have similar accuracy in all the 3D space. All terms of
our diffused human model are trained with neural networks
with these parameters: initial learning-rate 1e-4, batch size
256.

Signed Distance Network. The network that approxi-
mates the distance field of the body template follows the ar-
chitecture of SIREN [10], which uses sine activation func-
tions. The network consists of 5 fully-connected hidden lay-



ers with 256 neurons each. We train the network by mini-
mizing the L1 error between the predicted distance and the
ground-truth distance.

Blendshape Networks. For the networks that approxi-
mate the body blendshapes for any arbitrary 3D points, we
use a fully-connected network of 5 hidden layers with 256
neurons. We use ReLU activations. We also tried to use
SIREN for these networks, but had better results using the
architecture of DeepSDF [7].

Skinning Weight Network. Same as blendshape net-
works, but the last activation is Softmax (this makes the
output sum 1 always 1, which is necessary for the skinning
weights). Instead of minimizing the L1 norm of the error,
we minimize the KL divergence, as done in the work of Liu
et al. [5],

2.2. Deformation Subspace

The generative space of garment deformations is ob-
tained by using a Variational Autoencoder (VAE) [4]. Both
the encoder and the decoder share the same architecture: 4
dense layers of size 2000 with ReLU activations, and layer
normalization after each activation. To train the autoen-
coder we first train it during 100 epochs with the learning
rate set to 1e−4 and the weights set to λ1 = 100, λ2 = 0
and λ3 = 1 (i.e., we don’t optimize collisions during this
step). Then we lower the learning rate to 1e−5 and we pro-
gressively raise the KL and collision loss until we reach the
final weights λ1 = 100, λ2 = 10 and λ3 = 1, which are
maintained without change until the network converges.

2.3. Recurrent Regressor

We implement our recurrent regressor R() with 2 GRU
layers of size 500. For the recurrent steps we use a sigmoid
activation whereas for the final output of each layer we ap-
ply the tanh function. We train the network with an initial
learning rate of 1e−4 and batches of size 8, and we set the
weights of the velocity and acceleration losses to ρ1 = 0.5
and ρ2 = 0.1, respectively.

3. Additional Evaluation
3.1. Performance

To further validate the advantage of our model with re-
spect to existing methods that apply a postprocess step to
fix the problematic vertices, we compare the runtime perfor-
mance of both strategies. As we show in Table 1 of this doc-
ument, the cost of evaluating the networks required by our
approach (i.e., the networks of the diffused human model) is
significantly lower than the cost of postprocessing required
by [8] and [9].

Ours [9] [8]

T-shirt (8,710 triangles) 1.4 ms 3.0 ms 210 ms
Dress (23,949 triangles) 2.9 ms 6.9 ms 698 ms

Table 1: Evaluation time of our networks required to ac-
count for body-garment collisions (i.e., diffused body model
to unproject vertices to posed state) vs. postprocessing time
for [8] and [9] using original authors implementation.

3.2. Unposing Evaluation

A fundamental step of our approach is the novel
optimization-based strategy to unpose ground-truth simu-
lated garments described in Section 4.3 of the main docu-
ment. Here we provide additional quantitative evaluation
of this step, and we compare it to state-of-the-art methods
that are based on fixed rigging weights [9, 8], and to a base-
line strategy that uses a rigging weight assignment based
on the per-frame nearest vertex between the simulated gar-
ment and underlying body. To this end, we provide two
metrics: the average triangle strain of the unposed meshes,
which measures the overall distortion with respect to the
template mesh; and the number of collisions in the unposed
mesh. Our strategy leads to significantly lower errors in
both metrics, indicating that unposed meshes have signifi-
cantly fewer collisions and do not suffer from undesired dis-
tortions. This is qualitative shown in Figure 3 of the main
document, and in the supplementary video.

Constant Nearest Oursweights [9, 8] vertex

Strain 5.5 190.8 0.07
Num collisions 218.6 48.6 12.1

Table 2: Strain and average number of collisions in rest
pose.

3.3. Quantitative Comparison

Finally, in Table 3 we quantitatively evaluate our method
and compare it to the approach of Santesteban et al. [9],
which is the only existing work that also models dynamics
as a function of body shape and motion. To this end, we use
5 test sequences and 17 shapes, totaling 12,155 frames, and
we compute error metrics based on per-vertex Euclidean
error, average triangle strain, and average number of col-
lisions. Our method is on par with the per-vertex surface
error of [9], while we significantly reduce the number of
collisions.



Santesteban [9] Ours

Error (cm) 2.9 3.1
Strain 0.006 0.007
Num collisions 80.0 1.3

Table 3: Quantitative evaluation of our approach in 5 test
sequences and 17 body shapes.
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